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Abstract

New cryptosystems are being developed
and standardized to resist attacks from quan-
tum computers. Formal verification can help
verify the correct implementation of these
systems. We present a study of formal
verification applied to the domain of post-
quantum cryptography by implementing the
McEliece cryptosystem in LiquidHaskell and
verifying it using refinement types.

1 Introduction

Widely used public key cryptosystems are vulern-
able to attacks from quantum computers. These
cryptosystems are based on one-way functions for
which there is no efficient solution to calculate
the inverse of the function; the security of the
system is built on this fact. Quantum computing
has introduced new algorithms which can efficiently
compute solutions to some of these problems. As
a result, cryptographers are working to implement
new cryptosystems based on problems that are not
efficiently solvable by quantum or digital computers
[1].

The McEliece cryptosystem is one such system
that dates back to the 70s when it was proposed by
Robert McEliece. The system is based on coding
theory and to break it an attacker would have to

solve the general decoding problem which is NP-
complete [5]. A modern variant of McEliece called
Classic McEliece is one of the finalists in the NIST
Post-Quantum standardization effort [2].

Formal verification can be used to prove the
absense of bugs in a way that automated or manual
testing cannot. Typically such verification is only
done for software which must be held to a high
standard. Cryptography is one such field where
even simple errors can have severe real-world
consequences [3].

In the following paper we show how a post-
quantum cryptosystem (McEliece) can be imple-
mented and formally verified using refinement
types with LiquidHaskell [4]. We also examine the
effort involved in performing such verification so as
to better understand the costs and benefits involved.
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